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Encryption Facility for z/OS

• Encryption Facility for z/OS is a host based software solution for data encryption

• Encryption Facility for z/OS provides services for:
  – public-key based encryption
  – passphrase-based encryption
  – modification detection of encrypted data
  – compression of packaged data before encryption
  – importing and exporting of OpenPGP certificates
    • binary or ASCII armor format
  – digital signatures of data
Need for Data Encryption

• Driving forces for data encryption solutions:
  – Regulatory requirements driving need for greater data security, integrity, and privacy
  – Severe business impacts caused by loss or theft of data including financial liability, reputation damage, legal/compliance risk
  – Increasing need to share data securely with business partners and maintain backups at remote locations
  – Need to reduce complexity and improve processes around enterprise encryption management
Encryption Facility for z/OS continued

• Encryption Facility encrypts sensitive data for secure archival and business partner exchange using either a public key or passphrase

• Encrypted data is written to disk or other removable media

• Data can be encrypted in binary or text mode format.
  – Text mode translates the input data to UTF-8 or a local code page.

• Separately licensed product that does NOT come with ICSF or the z/OS base

• Option between 2 encrypted message formats
  – IBM Proprietary Encrypted Message format
    • Provides high performance for z to z encrypted data exchange
  – OpenPGP Message format
    • Provides compatibility between z and distributed systems for encrypted data exchange
EF OpenPGP Support

- OpenPGP is a widely accepted, open standard for handling encryption of data files and messages
  - OpenPGP is a file format for exchanging encrypted data. It is not an encryption algorithm.
  - OpenPGP is standardized in IETF and has been adopted as the format for encrypted files by a wide-range of open-source and commercial products
  - OpenPGP does not define how encryption keys should be managed
  - OpenPGP allows a wide range of choices for key exchange and trust model
  - OpenPGP provides additional flexibility and interoperability for tape exchanges with external business partners and vendors
  - OpenPGP allows customers to exchange an encrypted, compressed, and/or digitally signed file with business partners who have an installed OpenPGP client running on z/OS and other operating systems
EF OpenPGP Support continued

- Provides at a minimum, support for all Mandatory/Must Do’s identified in the OpenPGP standard (RFC 4880).
- This includes support for the following:
  - Public key encryption of session key
  - Passphrase base encryption of session key
    - string-2-key specification completed implemented
  - Digital signatures of data
  - Compression of data
  - Importing/exporting OpenPGP certificates
    - RSA, ElGamal, and DSA key generation
  - Use of partial data packets
  - ASCII Armor for OpenPGP certificates
  - Asymmetric Encryption Algorithms
    - RSA
    - ElGamal

Legend/Notes:

**GREEN:** Functions that can use ICSF/H/W crypto. H/W crypto requires the correct environment and may require a Crypto module to be installed.
Digital Certificates

- Encryption Facility can use public-keys to encrypt data

- Public-keys are exchanged between business partners using digital certificates

- Digital certificates contain a public key, information to identify who the key belongs to, and a digital signature to authenticate and bind together the public key with the identity information.

- Digital Signatures are made by taking a hash of message, in this case the digital certificate, and then encrypting the hash value with the signers private key.

- Only the signer has the private key that was used to create the signature. Business partners must have the associated public key in order to verify the signature.
X.509 vs. OpenPGP Certificates

• X.509 uses a hierarchical authentication model
  – Each X.509 certificate contains 1 digital signature, either self signed or signed by a CA
  – A root Certificate Authority (CA) is established and trusted as a self signed certificate
  – Other certificates are signed by a CA within the hierarchy

• OpenPGP uses a decentralized authentication model
  – Each OpenPGP certificate is self signed and can contain multiple signatures from other keys
  – OpenPGP sub-keys are all signed by the Primary key to bind together the Primary and sub-keys
  – Encryption Facility for z/OS provides an option to sign your OpenPGP certificates with a CA.
X.509 Certificates

- Encryption Facility can use both X.509 and OpenPGP certificates to encrypt data.

- X.509 Certificates use LDAP-style Distinguished Names:
  
  “CN=Name, OU=Dept, O=Company, C=Country”

- Typical X.509 Certificates contain:
  
  - Version: The certificate version.
  - Serial Number: Unique identifier for the certificate.
  - Issuer: The entity that verified the information and issued the certificate.
  - Valid-From: The start date.
  - Valid-To: The expiration date.
  - Subject: The person, or entity identified.
  - Public Key: The public key.
  - Extensions: Used to store additional information.
  - Signature Algorithm: The algorithm used to create the signature.
  - Signature: The digital signature from the issuer.
OpenPGP Certificates

- OpenPGP Certificates use User Ids that can consist of a name, a comment, and an email address:
  “Name (Comment) <user@host>”

- Typical OpenPGP Certificates contain:
  - Public key packet: The primary public key for this certificate, creation date, expiration date, packet version, algorithm
  - User ID packet: Name, comment, and an email address.
  - Signature packets: Self signature binding the user ID to the Primary Key, signatures made by other keys, algorithm, Key ID, version number, creation date, signature class
    - Various attribute sub-packets such as preferred algorithms sub-packets, key flags, features and key server preferences.
  - Subkeys: Public sub-keys, version, algorithm, creation date, expiration date
  - Subkey Signatures: Signatures made by the Primary Key to bind the Subkeys to Primary Key.
    - Various attribute sub-packets such as preferred algorithms sub-packets, key flags, features and key server preferences.
Encryption Facility and ICSF

• What is the difference between EF and ICSF?

• ICSF (Integrated Cryptographic Service Facility) provides an Application Programmers Interface (API) for z/OS to access Cryptographic Features and the Cryptographic Key Data Sets

• In order to encrypt data with ICSF you need to:
  – Setup a key to be used for encryption
  – Write an application, utility, or script that calls ICSFs services to encrypt your data with a given key
  – Format the output encrypted data into a message that could be understandable to someone for decryption

• Encryption Facility is an application that can leverage ICSF's API's and easily perform all steps in the previous bullet
EF configured with ICSF and RACF

- EF configured with ICSF
  - When configured with ICSF, EF can generate new RSA key pairs in ICSFs PKDS
  - EF can also use pre-existing RSA key pairs in ICSF PKDS
  - EF can use and generate clear keys and secure keys (with the use of cryptographic coprocessors) in ICSFs PKDS

- EF configured with RACF
  - EF can use pre-existing RSA key pairs connected to a RACF Keyring
  - RACDCERT must be used to generate the RSA key pairs as EF only has read access of RACF keyrings

- EF configured with RACF and ICSF
  - EF can use pre-existing RSA key pairs connected to a RACF Keyring that point to private keys protected in ICSFs PKDS
  - RACDCERT must be used to generate the RSA key pairs as EF only has read access of RACF keyrings
EF configured without ICSF and RACF

- EF configured without ICSF and RACF
  - When not configured with ICSF and RACF, EF can use the Java Cryptographic Extension (JCE) and a Java keystore within Unix System Services to perform software based cryptography.
Key storage

- OpenPGP keyring
  - Keeps OpenPGP certificates
  - Keeps public keys
  - Resides in the Unix System Services file system

- Native Key store
  - Protected by either password or hardware master key depending on key store type

<table>
<thead>
<tr>
<th>z/OS</th>
<th>Java Keystore (JCEKS)</th>
<th>RACF Keyring (JCERACFKS)</th>
<th>ICSF PKDS (JCECCAKS)</th>
<th>RACF and ICSF (JCECCARACFKS)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Secure-key processing</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Integration with existing audit and access control</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
</tbody>
</table>

- Keeps private keys
- Can also keep public keys
Encryption Facilities use of zIIP & zAAP Processors

• zIIP and zAAP processors are specialty processors designed to lower overall computing cost by offloading certain types of workloads, such as Java workloads.
• The Encryption Facility for z/OS OpenPGP Support is implemented in Java.
• If a zIIP or zAAP processor is available on the system, Encryption Facilities OpenPGP jobs will be off-loaded to those processors.
• When called from Java using the JCE HW provider, ICSF code remains zIIP and zAAP eligible.
Using JZOS with Encryption Facility

• The Encryption Facility OpenPGP support can be invoked from either a USS command prompt or from a batch job using JZOS.

• JZOS is a facility within IBM Java that provides the ability to launch Java applications from JCL.

• JZOS invocation samples are provided with the Encryption Facility V1.2 product and within the User's Guide.

• The samples consist of three different files:
  1) Procedure in PROCLIB
  2) Shell script to configure environment variables
  3) Batch job that calls the sample procedure in PROCLIB
Sample JCL that uses the Java batch program and environment script to encrypt data with EF

/*
//JAVA3 EXEC PROC=CSDJZSVM,VERSION='50'
//STDENV DD DSN=<HLQ>.JZOS.JCL(CSDSMPEN),DISP=SHR
//*
//DDDEF DD DSN=HLQ.EFR2.ENC.OUT2,
// DISP=(NEW,CATLG),
// DCB=(RECFM=VB,LRECL=32756,BLKSIZE=32760),
// UNIT=SYSALLDA,
// SPACE=(CYL,(5,1))
//*
//MAINARGS DD *
-homedir /etc/encryptionfacility/
-o 'DD:DDDEF'
-rA rsa_md2_4096
-keystore /var/encryptionfacility/keystores/encrdecr/keystore_jceks
-keystore-type JCEKS
-keystore-password password
-key-password password
-t 'UTF-8'
-e '//'HLQ.EFR2.INPUT(CLRTXT)'
/*
EF OpenPGP Command Syntax

All Encryption Facility for OpenPGP commands have the following syntax.
- **homedir** must appear before all the options, and all the options must appear before the commands:

\[
\text{com.ibm.encryptionfacility.EFOpenPGP [-homedir name] | [options] commands [arguments]}
\]

where:
- **homedir** name is the name of the configuration file ibmef.config that contains specified options to use with the command.
- **options** is the name of one or more options to use on the command line and always starts with -. This option value overrides values in the configuration file.
- **commands** is the name of one or more commands and always starts with -.
- **arguments** specifies one or more targets of the command, for example, file name, certificate, alias, and so forth.
# EF OpenPGP Commands

<table>
<thead>
<tr>
<th>Command</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>-b</td>
<td>Detached signature</td>
</tr>
<tr>
<td>-c</td>
<td>Passphrase based encryption</td>
</tr>
<tr>
<td>-d</td>
<td>Decrypts an OpenPGP message</td>
</tr>
<tr>
<td>-e</td>
<td>Public-key based encryption</td>
</tr>
<tr>
<td>-eA</td>
<td>Export OpenPGP cert from X.509 cert in keystore by alias</td>
</tr>
<tr>
<td>-eK</td>
<td>Export OpenPGP cert from keyring or keystore by key ID</td>
</tr>
<tr>
<td>-eP</td>
<td>Export OpenPGP cert from keyring by user ID</td>
</tr>
<tr>
<td>-g</td>
<td>Generate a key pair</td>
</tr>
<tr>
<td>-h</td>
<td>Print help message</td>
</tr>
<tr>
<td>-i</td>
<td>Import OpenPGP certificate</td>
</tr>
<tr>
<td>-list-algo</td>
<td>List supported algorithms</td>
</tr>
<tr>
<td>-pA</td>
<td>List X.509 certificate information</td>
</tr>
<tr>
<td>-pK</td>
<td>List X.509 and/or OpenPGP certificate information</td>
</tr>
<tr>
<td>-pP</td>
<td>List OpenPGP certificate information</td>
</tr>
<tr>
<td>-prepare</td>
<td>Prepare an existing ICSF PKDS key for use by OpenPGP</td>
</tr>
</tbody>
</table>
EF OpenPGP Commands continued

<table>
<thead>
<tr>
<th>Command</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>-rebuild-key-index</td>
<td>Rebuild keyring index</td>
</tr>
<tr>
<td>-s</td>
<td>Digitally sign an OpenPGP message</td>
</tr>
<tr>
<td>-v</td>
<td>Verify a signed OpenPGP message</td>
</tr>
<tr>
<td>-xA</td>
<td>Delete X.509 cert in keystore by alias</td>
</tr>
<tr>
<td>-xK</td>
<td>Delete OpenPGP and X.509 cert in keyring and keystore by key ID</td>
</tr>
<tr>
<td>-xP</td>
<td>Delete OpenPGP cert in keyring by key ID</td>
</tr>
</tbody>
</table>
## EF OpenPGP Commands Options

<table>
<thead>
<tr>
<th>Command</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>-a</td>
<td>Use ASCII Armor for OpenPGP Certificate output</td>
</tr>
<tr>
<td>-batch-export</td>
<td>Use batch mode for public key export</td>
</tr>
<tr>
<td>-batch-generate</td>
<td>Use batch mode for key generation</td>
</tr>
<tr>
<td>-cipher-name</td>
<td>Specify the algorithm for encryption</td>
</tr>
<tr>
<td>-comment</td>
<td>Add a comment header to ASCII Armored message output</td>
</tr>
<tr>
<td>-compress-name</td>
<td>Specify the algorithm to use for compression</td>
</tr>
<tr>
<td>-debug-level</td>
<td>Specify a level for trace information</td>
</tr>
<tr>
<td>-debug-number</td>
<td>Specify which internal facilities to trace</td>
</tr>
<tr>
<td>-debug-on</td>
<td>Activate tracing</td>
</tr>
<tr>
<td>-digest-name</td>
<td>Specify the algorithm for the message digest</td>
</tr>
<tr>
<td>-dn-common-name</td>
<td>Specify the common name of a DN</td>
</tr>
<tr>
<td>-dn-country-code</td>
<td>Specify the country code of a DN</td>
</tr>
<tr>
<td>-dn-locality</td>
<td>Specify the locality of a DN</td>
</tr>
<tr>
<td>-dn-organization</td>
<td>Specify the organization of a DN</td>
</tr>
<tr>
<td>-dn-organization-unit</td>
<td>Specify the organization unit for a DN</td>
</tr>
<tr>
<td>-dn-state</td>
<td>Specify the state of a DN</td>
</tr>
</tbody>
</table>
### EF OpenPGP Commands Options continued

<table>
<thead>
<tr>
<th>Command</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>-hidden-key-id</td>
<td>Specify speculative key ID support</td>
</tr>
<tr>
<td>-jce-providers</td>
<td>Specify JCE class names</td>
</tr>
<tr>
<td>-key-alias</td>
<td>Specify the alias of a new key</td>
</tr>
<tr>
<td>-key-password</td>
<td>Specify the password for a new key</td>
</tr>
<tr>
<td>-key-size</td>
<td>Specify the key size to generate</td>
</tr>
<tr>
<td>-keystore</td>
<td>Specify the name of the Java keystore</td>
</tr>
<tr>
<td>-keystore-password</td>
<td>Specify the keystore password</td>
</tr>
<tr>
<td>-keystore-type</td>
<td>Specify the keystore type</td>
</tr>
<tr>
<td>-log-file</td>
<td>File to use for writing trace data</td>
</tr>
<tr>
<td>-no</td>
<td>Respond no to prompts</td>
</tr>
<tr>
<td>-no-save</td>
<td>Display data toSTDOUT only</td>
</tr>
<tr>
<td>-o</td>
<td>Specify an output location</td>
</tr>
<tr>
<td>-openPGP-days-valid</td>
<td>Specify the number of days a newly generated OpenPGP certificate is to be valid</td>
</tr>
<tr>
<td>-rA</td>
<td>Encrypt using the public key for this alias</td>
</tr>
<tr>
<td>-racf-keyring-userid</td>
<td>Specify a RACF user ID for accessing a RACF keyring</td>
</tr>
<tr>
<td>-rK</td>
<td>Encrypt using the public key for this key ID</td>
</tr>
<tr>
<td>Command</td>
<td>Description</td>
</tr>
<tr>
<td>-----------------------</td>
<td>-----------------------------------------------------------------------------</td>
</tr>
<tr>
<td>-rP</td>
<td>Encrypt using the public key for this user ID</td>
</tr>
<tr>
<td>-s2k-cipher-name</td>
<td>Specify the algorithm to use for PBE</td>
</tr>
<tr>
<td>-s2k-digest-name</td>
<td>Specify the digest algorithm to use for PBE</td>
</tr>
<tr>
<td>-s2k-mode</td>
<td>Specify the mode for PBE</td>
</tr>
<tr>
<td>-s2k-passphrase</td>
<td>Specify the passphrase to use for PBE and decryption</td>
</tr>
<tr>
<td>-signers-key-alias</td>
<td>Specify an alias for the signing key</td>
</tr>
<tr>
<td>-signers-key-password</td>
<td>Specify the password for the signing key</td>
</tr>
<tr>
<td>-sub-key-alias</td>
<td>Specify the alias for a new subkey during key generation</td>
</tr>
<tr>
<td>-system-CA-key-alias</td>
<td>The CA key alias to use for signing a new OpenPGP certificate</td>
</tr>
<tr>
<td>-system-CA-key-password</td>
<td>The password for the CA key used to sign a new OpenPGP certificate</td>
</tr>
<tr>
<td>-t</td>
<td>Perform text mode encryption</td>
</tr>
<tr>
<td>-trust-value</td>
<td>Specify a trust value</td>
</tr>
<tr>
<td>-trusted-comment</td>
<td>Specify a trust comment</td>
</tr>
<tr>
<td>-use-embedded-file</td>
<td>Write data to a file specified in the data packet</td>
</tr>
<tr>
<td>-use-mdc</td>
<td>Specify the use of modification detection code</td>
</tr>
<tr>
<td>-userID-comment</td>
<td>Specify a user ID comment for OpenPGP Certificate generation and export</td>
</tr>
</tbody>
</table>
# EF OpenPGP Commands Options continued

<table>
<thead>
<tr>
<th>Command</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>-userID-email</td>
<td>Specify a user ID email address for OpenPGP certificate generation and export</td>
</tr>
<tr>
<td>-userID-name</td>
<td>Specify a user ID name for OpenPGP certificate generation and export</td>
</tr>
<tr>
<td>-x509-days-valid</td>
<td>The number of days an X.509 certification is to be valid</td>
</tr>
<tr>
<td>-yes</td>
<td>Respond yes to prompts</td>
</tr>
<tr>
<td>-z</td>
<td>Compress data before encryption</td>
</tr>
</tbody>
</table>
Exchanging Encrypted Data

Either public keys, via digital certificates, or a passphrase is exchanged between business partners.

Each side can then encrypt data using their business partners public key or the passphrase. A symmetric session key is actually used to encrypt the data. When using public keys, the session key is randomly generated and wrapped by each public key separately. When using passphrase, the passphrase is used to generate the session key using an S2K algorithm.

Each side can now send their partner encrypted data.

Each receiving side can then decrypt the data using their private key or the passphrase.
Recent Enhancements

RFC 4880 Compatibility

• RFC 4880 is the Internet Standard for OpenPGP Message Format
  – http://www.ietf.org/rfc/rfc4880.txt
• EF’s original OpenPGP support was based on RFC 2440
  – http://www.ietf.org/rfc/rfc2440.txt
• RFC 4880 replaces RFC 2440 making it obsolete
• The majority of OpenPGP products are RFC 4880 compliant
• To remain compatible with other OpenPGP products Encryption Facility has upgraded it’s OpenPGP support to RFC 4880
Recent Enhancements

Latest Level of EF Service
• This support was delivered as an SPE in January 2013
  – APAR OA40664/ PTF UA67767
• Currently the latest level of EF service, delivered in February 2013, provides additional compatibility for IBM 31-bit SDK for z/OS, Java Technology Edition, Version 7 (5655-W43)
  – APAR OA40782 / PTF UA67855
  – all EF customers should apply this level of service
Recent Enhancements

Speculative Key ID Support

• Encryption Facility has been enhanced to include Speculative Key ID support as described in RFC 4880.

• Speculative Key ID support allows the user to zero out the Key ID fields in their OpenPGP messages.

• By default encrypted messages contain the Key IDs of the public keys used to wrap the session key. When Key IDs are included in the encrypted message, an OpenPGP implementation can easily find the associated private key in the keystore. The private key is then used to unwrap the session key, and then the session key is used to decrypt the encrypted data packet.

• With Speculative Key ID support the Key IDs of the public keys are zeroed out. Zeroing out the Key IDs removes the risk of the Key IDs being intercepted by an unauthorized user performing traffic analysis.

• When the Key IDs are zeroed out, an OpenPGP implementation must try to decrypt the message with configured private keys in order to determine the associated private key.
Recent Enhancements

Batch Key Generation and Batch Public Key Export
• Encryption Facilities OpenPGP support has been enhanced to allow for Batch Key Generation and Batch Public Key Export.
• In the original implementation of Encryption Facilities OpenPGP support, the generate and export commands were executed manually from a command line. Once invoked the user was presented with a series of questions on the command line prompt.
• With the addition of batch key generation and batch public key export, the generate and export commands can now be executed as a batch job and no longer require answers to questions on the command line.
Recent Enhancements

Symmetrically Encrypted Integrity Protected Data Packet

• Support has been added to allow for multiple public key encrypted session key packets preceding a Symmetrically Encrypted Integrity Protected Data Packet.

• The original Encryption Facility OpenPGP implementation only supported 1 public key encrypted session key packet preceding a Symmetrically Encrypted Integrity Protected Data Packet.

• This new support allows multiple recipients to be specified when using the Symmetrically Encrypted Integrity Protected Data Packet.

• This support allows for digital signatures generated by OpenPGP certificate sub-keys.
Recent Enhancements

Support for Notation Data Sub-packets containing raw binary data

• Support has been added for Notation Data Sub-packets containing 'name' and 'value' data sections in raw binary format.
• The original Encryption Facility OpenPGP implementation only supported Notation Data Sub-packets containing 'name' and 'value' data sections in UTF-8 human-readable text format.
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